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The cover of this thesis draws inspiration from the iconic Dragon

Book [[Aho+07]] by Aho, Sethi, and Ullman. Throughout my PhD journey, I often
found myself feeling like the knight on its cover—facing difficult challenges,
dealing with complex problems, and looking for answers in the literature. Like
the knight, I tried to advance, equipped with little more than curiosity and
determination. This image shows those moments of struggle and reflection, a
reminder of the mix of uncertainty, hope, and moments of happiness that come
with exploring a complex field like compiler technology and program analysis.
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ABSTRACT

Static program analysis plays a crucial role in ensuring the quality and secu-
rity of software applications by detecting bugs and potential vulnerabilities in
the code. Traditionally, these analyses are performed offline, either as part of
the continuous integration / continuous deployment pipeline or overnight on the
entire repository. However, this delayed feedback disrupts developer productiv-
ity, requiring context switches and adding overhead to the development process.
Integrating these analysis results directly into the integrated development en-
vironment (IDE), similar to how type errors or code smells are reported, would
enhance the development process. As developers increasingly rely on IDEs for
real-time feedback, the efficiency and responsiveness of these tools have become
critical. In such settings, developers expect immediate and precise results as they
write and modify code, making it particularly challenging to achieve response
times sufficiently low to not interrupt the thought process.

This thesis starts addressing these challenges by investigating the design and
implementation of control-flow and dataflow analyses using the declarative Ref-
erence Attribute Grammars formalism. This formalism provides a high-level pro-
gramming approach that enhances expressivity and modularity, making it easier
to develop and maintain analyses.

Central to this thesis is the development of INTRACFG, a language-agnostic
framework designed to perform control-flow and dataflow analyses directly on
source code rather than relying on intermediate representations. By superim-
posing control-flow graphs onto the abstract syntax tree, INTRACFG removes the
need for intermediate representations that are often lossy and expensive to gener-
ate. This approach allows for the construction of efficient but still precise dataflow
analysis.

We demonstrate the effectiveness of INTRACFG through two case studies: IN-
TRAJ and INTRATEAL. These case studies showcase the potential and flexibility
of INTRACFG in diverse contexts, such as bug detection and education. INTRA]
supports the Java programming language, while INTRATEAL is a tool designed for
teaching program analysis for the educational language TEAL. INTRA] has proven
to be faster than, and as precise as, well-known industrial tools.
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Additionally, this thesis introduces a new algorithm for the demand-driven
evaluation of fixed-point (i.e., circular) attributes, which has proven essential for
the performance of dataflow analyses in INTRAJ. This improvement allows IN-
TRA]J to achieve response times below 0.1 seconds, making it suitable for use in
interactive development environments.
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INTRODUCTION

1 Introduction

Over the past few decades, software has become increasingly important in all sys-
tems. As our dependence on software grows, so do the risks associated with bugs,
which can lead to significant financial losses and even loss of life. Well-known ex-
amples of software bugs include the Therac-25 radiation therapy machine, which
caused six patient deaths due to radiation overdoses [LT93], the Mars Climate
Orbiter crash [Saw99]—resulting in a loss of 327 million dollars—and the Toyota
unintended acceleration which was linked to at least 49 deaths [Kan+10].

While it may seem intuitive to run the program directly to verify its func-
tionality, this approach overlooks the deeper issues at play in large-scale, safety-
critical systems. Testing alone is often insufficient to uncover subtle or rare bugs
that might only manifest under specific circumstances, such as unusual inputs
or environmental conditions. For instance, in the case of the Therac-25, multiple
software failures occurred due to complex interactions between different system
components, which were not anticipated through routine testing [LT93[]. Simi-
larly, with the Toyota unintended acceleration incidents, the flaw was not imme-
diately apparent during standard testing protocols [Kan+10]. In both cases, static
analysis could have identified the issues before they resulted in catastrophic con-
sequences.

Static (program) analysis is a branch of computer science that aims to
study the behavior and properties of computer programs without executing
them. Static analysis is a key technique for ensuring software quality and
reliability and is widely used in various applications such as safety [Cou+05;
Bla+02], security [PKB21; |Arz+14; |Aye+08b; Say+22; FD12], and performance
optimization [Aho+07;|App04].

Static analyzers, the tools implementing these analyses, automatically exam-
ine source code to identify potential issues such as bugs, code smells, or security
vulnerabilities. Due to the complexity and time required by these analyses, they
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are often executed offline as part of the continuous integration pipeline or run
overnight on the entire repository. While this approach has proven to be ef-
fective, it has practical limitations. In particular, developers must wait for the
analysis results before receiving feedback on their code changes, and if the static
analyzer identifies issues, the developer must then return to the code editor to
address them, potentially disrupting their workflow.

This process can significantly decrease developer productivity, especially if
the developer has already shifted focus to another task while awaiting the anal-
ysis results. In such situations, the developer might lose the context of the code
changes, making it more challenging to address the identified issues. Addition-
ally, the need to repeat the analysis multiple times to ensure all issues are fully
addressed can further reduce productivity.

The current capabilities of modern Integrated Development Environments
(IDEs) have led to a growing interest in developing static analyses that operate
concurrently with the developer’s interactions, providing instant feedback on the
code that is immediately visible to developers [Pis+22]]. These analyses are gen-
erally limited to basic tasks such as syntax highlighting, code completion, type
checking, and the detection of simple code smells, such as unused variables or
unreachable code. These limitations are primarily due to the requirement that
the analysis must be highly responsive, with response times in the IDE needing
to be less than 0.1 seconds for users to perceive the analysis as responsive [Nie94].
More advanced analyses, such as dataflow analysis, however, are still primarily
conducted offline. The complexity of dataflow analysis arises from its focus on
the flow of data and information through a program. This technique is essential
for identifying more challenging sources of errors, such as API protocol viola-
tions, which ensure that software components interact in the correct sequence,
race conditions, and taint analysis, which tracks the flow of sensitive information
through a program. In addition to improving reliability, such analyses can also
enhance program performance by uncovering opportunities for parallelization
and other forms of optimization [Aho+07].

Traditionally, dataflow analysis has been implemented using imperative
paradigms, which are based on the idea of explicitly specifying how the analysis
should be performed. Recently, there has been a growing interest in using
declarative paradigms for dataflow analysis [SEV16; [DR+11; [DR24], which are
based on specifying what the analysis should compute rather than how. The
declarative approach leads to a higher-level specification, resulting in improved
modularity as the emphasis is on the desired outcome, rather than the specific
steps required to achieve it.

In this work, we use Reference Attribute Grammars [Hed00] (RAGs) as a
declarative approach for implementing dataflow analysis. RAGs are a powerful
and flexible formalism for specifying the abstract syntax and semantics of
languages, and as such, they are widely used in the development of compilers
and static analysis tools. Our implementation is primarily based on the Jas-
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TADD [HMO1] RAG system. JASTADD supports RAGs and implements recursive
demand-driven evaluation algorithms, ensuring that properties are evaluated
only when necessary, reducing the overall evaluation time by avoiding redun-
dant computations. Additionally, JASTADD supports circular attributes, which
are crucial for static analysis problems that involve recursive dependencies.
These attributes rely on fixed-point computations, which are challenging [Far86}
JS86] to implement efficiently in a demand-driven evaluation framework.

The primary goal of this thesis is to explore the implementation of static anal-
ysis frameworks using Reference Attribute Grammars. We aim to use the declar-
ative nature of RAGs and their demand-driven evaluation to develop static anal-
yses that can be executed directly within IDEs. One of our main objective is to
achieve highly responsive analyses, with execution times under 0.1 seconds. Our
attention is mainly directed towards intraprocedural dataflow analysis, which in-
volves examining the behavior of a method or function in isolation (i.e., without
considering the interactions with other methods or functions).

In this thesis, we present four complementary contributions that collectively
advance the implementation of static analysis frameworks using RAGs. These
contributions aim to enhance the performance, precision, and applicability of
static analysis techniques, particularly in the context of intraprocedural dataflow
analysis.

In Paper([l] we present INTRACFG, a language-agnostic framework that signif-
icantly improves the efficiency and precision of control-flow graph construction
in static analysis. Our evaluations show that INTRAJ, an instance of INTRACFG
specifically designed for the Java programming language and built upon the Ex-
TEND]J [EHO7b|] compiler, outperforms the industrial tool SONARQUBE in both ef-
ficiency and precision, achieving a response time of less than 0.1 seconds for
intraprocedural analyses.

In Paper [2| we provide a detailed description of INTRA], including its archi-
tecture and implementation, as well as its practical applications as a standalone
tool for full program analysis and for performing on-demand analysis of files
currently visible in the user’s editor.

In Paper [3| we present JFEATURE, a static analysis tool for automatically ex-
tracting features from a Java codebase. JFEATURE enables researchers and de-
velopers to explore various characteristics of a codebase, including the usage
of different Java features e.g., lambda expressions, across various Java versions,
simplifying the identification of suitable corpora for evaluating their tools and
methodologies.

Finally, in Paper [4f we introduce the RELAXEDSTACKED algorithm, a novel
demand-driven evaluation strategy for circular attributes in RAGs. This algo-
rithm addresses inefficiencies in attribute computation within the RAG frame-
work, reducing redundant evaluations of circular attributes and leading to signif-
icant performance improvements.

The remainder of this thesis is organized as follows. In Section [2| we pro-
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vide background information on program analysis and attribute grammars to en-
sure that the discussion is as self-contained as possible, providing the necessary
context to understand the contributions of this work. In Section [3] we present
INTRACFG along with its Java implementation, INTRAJ, as detailed in Paper
Sectionintroduces INTRATEAL, an implementation of INTRACFG used to teach
program analysis concepts. Section [5| discusses practical uses of INTRAJ and IN-
TRATEAL in integrated development environments. More details about the in-
tegration of INTRAJ into IDEs are covered in Paper [2| In Section @ we present
JFEATURE, a tool for extracting features from Java codebases (Paper [3). Section[7]
focuses on the RELAXEDSTACKED algorithm, a novel demand-driven evaluation
strategy for circular attributes in RAGs, which is presented in Paper[4} Through-
out these sections, we discuss the key challenges in the field and the correspond-
ing solutions proposed by this work. Finally, Section (8| concludes the thesis by
summarizing the contributions and outlining potential directions for future re-
search.
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2 Background

This section provides an overview of the concepts that underlie the main results
of this thesis, with a focus on program analysis. Specifically, we briefly discuss the
existing techniques behind control-flow graph construction
and dataflow analysis [Kil73], as these are the analyses we focused on in this the-
sis. We will also give a general overview of the declarative approach used to im-
plement these analyses, namely (Reference) attribute grammars Hedo0],
and their implementation through the JASTADD metacompiler. The dependency
graph in Figure 1| shows the relationship between the concepts and the contribu-
tions of this thesis.

IntraTeal

-

Intral > IntraCFG JFeature

! L !

> Dataflo.w N JastAdd | Teal Programming
Analysis Language
| |
v v
L,| Control-Flow Reference Attribute| | L_y|J@va Programming
Analysis Grammars (RAGs) > Language
RelaxedStacked l Legend
Algorithm -
Programming languages
R Call Graph Attribute [[] Static Analysis Topic
g Analysis Grammars Attribute Grammars
[C] New contribution
—» Depends on

Figure 1: Dependency graph of the background concepts and the contributions
of this thesis.

2.1 Automatic Program Analysis

Automatic program analysis is a key area in computer science, aiming to automat-
ically examine and assess the properties of programs, such as correctness, liveness,
and safety. Program analysis can be classified into two main approaches: static
analysis and dynamic analysis.

Dynamic analysis involves evaluating a program’s behavior by executing
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it. This approach gathers precise information from a specific execution of
the program, which can then be used to infer properties about its behavior.
Dynamic analysis is particularly effective in identifying runtime errors, such
as memory leaks [Lab03], performance bottlenecks [Int]], and security vulner-
abilities [LZZ18]. However, this method has limitations, primarily due to its
dependence on complete and accurate input data for each execution.

In contrast, static analysis examines programs without executing them, re-
lying solely on their source code. This thesis focuses on two fundamental static
analysis techniques: intraprocedural control-flow graph (CFG) construction and
dataflow analysis.

Intraprocedural control-flow graph construction determines the order in
which statements and expressions within a single method are executed. It
provides a finite representation of all the possible paths within a method without
taking into account interactions with other method or function calls. Building
on this, intraprocedural dataflow analysis uses the control-flow information to
deduce how data flows within the same method, enabling the identification of
potential bugs or vulnerabilities.

Traditionally, static analyzers have been implemented using imperative ap-
proaches [LA04; [VR+10|], where control flow and data manipulation are explic-
itly handled through sequences of instructions, offering fine-grained control but
often resulting in complex and less maintainable implementations. In contrast, al-
ternative strategies, such as the use of Datalog [DRS21]], functional programming
approaches [MYL16b]], or ad-hoc implementations designed for specific problems,
provide different trade-offs between expressiveness and efficiency. In this work,
we adopt Reference Attribute Grammars (RAGs) [Hed00], a declarative and modu-
lar approach. By using RAGs, we benefit from high-level abstractions, modularity,
and on-demand evaluation, which contribute to a more efficient and maintainable
implementation.

2.2 Precision in Static Analysis

Precision is a critical factor in static analysis, reflecting the accuracy and gran-
ularity of information about a program’s properties. Traditionally, it has been
assumed that achieving higher precision comes with trade-offs, particularly in
terms of performance and scalability. As a general principle, greater precision
has often been associated with increased computational resource demands, lead-
ing to slower execution times. On the other hand, lower precision can improve
performance but at the cost of producing less accurate or overly general results.

However, recent insights challenge this traditional view. In particular, Erik
Bodden’s work in The Secret Sauce [Bod18] highlights that imprecision caused by
overapproximation can, in many cases, slow down the analysis rather than im-
prove it. While overapproximating may initially seem to reduce computational
complexity, it often leads to excessive false positives and the need to handle a
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larger set of spurious information, ultimately making the analysis less efficient.
As Bodden suggests, the belief that precision always comes at the cost of per-
formance is no longer as straightforward as once thought. In fact, in the long
run, more precise analyses may outperform less precise ones by reducing the un-
necessary work caused by imprecision. Balancing precision and performance in
static analysis requires careful consideration of how overapproximation affects
long-term efficiency. In simpler terms, the precision of a static analyzer refers
to its ability to minimize false positives, i.e., incorrectly identifying non-existent
bugs or vulnerabilities. In contrast, recall measures the ability to detect all rele-
vant issues, minimizing false negatives. Achieving a balance between precision
and recall often involves trade-offs: increasing precision can reduce recall, po-
tentially missing some bugs, while improving recall may introduce more false
positives, thereby lowering precision.

Despite efforts to balance precision and recall, no static analysis can guarantee
both soundness and completeness [Ric53]. In fact, our approach does not aim
to be either sound or complete but rather practical, focusing on usability and
effectiveness in real-world scenarios. This inherent limitation means that our
analyses, while effective, may still fail to identify all bugs, leading to potential
false positives or negatives [Liv+15].

Nevertheless, we chose to improve the precision of our analysis by focusing
on two specific aspects of the Java language: control flow and exceptions. While
control-flow analysis has been extensively studied [MS18]], exception handling
has not received the same attention in this context. By implementing exception-
sensitive analyses, we aimed to address this gap. Control-sensitivity allows the
analysis to differentiate between true and false branches in conditional state-
ments, such as if-statements, thereby improving precision by considering the
side effects of conditional expressions. Similarly, exception-sensitivity enables
the analysis to track both checked and unchecked exceptions thrown and caught
within the program, enhancing precision by identifying potential bugs related to
exception handling.

2.3 Control-flow Graph Construction

Control-flow graph construction refers to the computation of the execution and
evaluation order of the program’s statements and expressions. Each possible exe-
cution order of a program is called a control-flow path. The result of the control-
flow analysis is a control-flow graph (CFG) G = (V,E). Each vertex v € V rep-
resents a unit of execution, e.g., a single statement or expression, or a basic block
(a sequence of statements without labels and jumps). Each edge (v1,v2) € E rep-
resents a control-flow edge, indicating that the execution of v; may be directly
followed by the execution of vs.

We can distinguish two main approaches to constructing the CFG for a pro-
gram: at the source level and the intermediate representation (IR) level. The
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void foo(boolean b){ X =0
Integer x = 0,
if (b) {
x =1; .
} else { if (b)
X = nUIl; TRUE \ALSE
}
3 X = 1\\\j\j‘[ull

Exit

Figure 2: Source level control-flow graph of the foo method, showing the branch-
ing behavior of the if-statement.

source-level approach involves analyzing the source code directly and construct-
ing the CFG based on the abstract syntax tree (AST). The IR approach, on the
other hand, first converts the source code into an intermediate representation,
such as bytecode, and then constructs the CFG from the IR.

Both approaches have their advantages and drawbacks. Constructing the CFG
at the source level allows analysis results to be mapped directly back to the source
code, making it easier to present findings in the context of the original program.
In contrast, constructing the CFG at the IR level requires a translation step to
relate the analysis results to the source code, which may not always be feasi-
ble, as seen with Java’s source-file retention policy for annotations where
information is lost during the process. For this reason, constructing the CFG
at the source level is particularly valuable for tasks such as debugging and pro-
gram understanding, as it provides a clear and direct representation of the pro-
gram. Additionally, this approach can enable faster and more efficient analysis by
eliminating the overhead of IR generation, while also being capable of handling
semantically and syntactically invalid code, making it suitable for analyzing in-
complete programs. Most importantly, constructing the CFG at the source level
is particularly advantageous in interactive scenarios, such as analysis within an
IDE, where the overhead of IR generation may introduce unacceptable latency.

However, there are also disadvantages to constructing the CFG at the source
level. One significant limitation is the difficulty in accurately capturing the con-
trol flow of a program due to unsugared constructs, such as macros and prepro-
cessor directives, which can complicate the specification of the analysis. Addi-
tionally, the source-level approach requires significantly more engineering effort
compared to the IR approach. IRs are typically more compact than source lan-
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Figure 3: Bytecode control-flow graph of the foo method. Each dashed box rep-
resents a basic block.

guages, which reduces the number of language constructs that need to be han-
dled, thus simplifying CFG construction. Moreover, since an IR can be targeted
by multiple languages, it helps solve the NxM problem by providing a common
representation. In general, the diversity of programming languages, each with
unique syntax and semantics, makes it challenging to design a single analysis
that can be applied universally across different languages.

To illustrate the differences between the source-level and IR-based approaches
discussed, consider the examples in Figures [2| and [3] which show the control-
flow graphs for a simple method foo at both the source level and bytecode level.
As can be seen, the source-level CFG provides a clear and direct representation
of the program’s control flow, making it easier to understand and interpret the
program’s behavior. In contrast, the bytecode CFG is more abstract and difficult to
interpret, as it lacks the high-level constructs present in the source code. We can
also notice that both graphs have been augmented with Entry and Exit nodes,
which represent the unique entry and exit points of the method, respectively.
These nodes are crucial for simplifying the structure of dataflow analyses. For
example, the Entry node provides a clear starting point for the analysis, ensuring
proper initialization of parameters and variables at the beginning of the method.
Similarly, the Exit node becomes important in backward dataflow analyses, which
we will discuss in the next section.

2.4 Dataflow Analysis

Dataflow analysis is a technique used to analyse the flow of data through a pro-
gram. It has its roots in the field of program optimisation [Kil73[], where it was
initially used to identify opportunities for improving the performance of pro-
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grams by tracking variable definitions and uses. This information can be used to
optimise the program by eliminating unnecessary computations (e.g., Very Busy
Expression or Available Expression analyses [Aho+07]]) and improving the use of
available resources (e.g., registers optimisation).

In the context of bug detection, dataflow analysis can be used to identify po-
tential sources of errors in a program by tracking the flow of data through the
program and identifying points where data may be used in unexpected or incor-
rect ways. This can be particularly useful in identifying bugs that may not be
immediately apparent, such as those that only occur under certain conditions or
when certain combinations of input data are used (e.g., IndexOutOfBound excep-
tion). Many static analysis tools for Java programs, e.g., FINDBuGs [Aye+08al,
employ intraprocedural dataflow analysis to identify potential bugs in Java code.
Dataflow analysis, particularly interprocedural dataflow analysis, is widely used
to identify potential security vulnerabilities in software [Arz+14]. For example,
an interprocedural control-flow graph enables tracking of the flow across mul-
tiple methods or functions, thereby allowing identification of points where the
data may be exposed to unauthorized access or manipulation.

We will demonstrate an application of intraprocedural dataflow analysis by
presenting the following practical, but incomplete, example. Let us reconsider
the foo method introduced in Figure[2] Our goal is to determine at each stage of
the program whether the variable x has a null value or no

At the entry point of the method, i.e., Entry node, it is indeterminate whether
x is null or not, as it has not been initialized yet. However, at the declaration of
the variable x, we can determine that it is not null because it is initialised to a
non-null value. Then, if the condition if(b) is true, the variable x is assigned a
new value, which is not null. If the condition is false, the variable x is assigned
null. Therefore, at the end of the method, the variable x may be either null or
not null. Consider the scenario where x is used and dereferenced immediately
after the if-else statement, for example, calling a method on x. The program will
then crash, with a NullPointerException, if x is null. Dataflow information
can be used to identify potential bugs like this in a program.

We keep track of the value of x by mapping it to a finite set of possible values:
null, notnull, maybenull, or unknown. As we traverse the control-flow graph,
we propagate this information from node n to node n’ if (n,n’) € E, until it
reaches the Exit node.

The information is updated at each node n according to the following rules:

« If n is an assignment node, the information is updated according to the
assignment operation. For example, if the assignment is x = null, then it
is recorded that x is updated to null. If the assignment is x = y, then x is
mapped to the value y maps to.

For simplicity, just for this example, we assume that the language allows only assignments of
the form X = Y where Y can be either a variable, a numeric constant or the Nul1 literal. We also
assume that CFG nodes are individual assignments.
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« If nis not an assignment node and has a single predecessor, no information
is updated.

« If n has multiple predecessors, the information from the predecessors
is merged conservatively. Specifically, if x is marked as both null
and notnull by different predecessors, it is conservatively marked as
maybenull.

The dataflow analysis just described is an instance of the mathematical con-
cept of Monotone Frameworks [NNH10]].

Monotone Frameworks

Monotone frameworks are a theoretical approach for reasoning about program
dataflow properties. This approach provides a flexible and generic framework for
expressing and solving dataflow equations, which can be used to reason about a
wide range of dataflow properties, such as live variables, reaching definitions and
available expressions analyses. Monotone frameworks are built on the concept of
lattices [Don63|.

Alattice £ = (S, <) is a partially ordered set in which any two elements have
a unique least upper bound (also known as a join or a supremum) and a unique
greatest lower bound (also known as a meet or an infimum). This means that, for
any elements a and b in S, there exists a unique element denoted as alLlb (or a VV b)
such thata < alUband b < alUb,and alb (or a A b) such that a M b < a and
alb < b. A complete lattice has a unique least element, commonly denoted as L,
and a unique greatest element commonly denoted as T. These elements satisfy
the properties that for any element x in the lattice, L < zandz < T. In dataflow
analysis, lattices are widely used to represent the information flow in a program.
A common example of a lattice used in
dataflow analysis is the binary lattice

with elements true and false, which is maybenull

used to represent the presence or ab- / \
sence of a property. Another example

. ; : S null notnull
is the interval lattice, which is used to

represent ranges of numbers. This lat- \ /

tice, compared to the binary lattice, is unknown

more complex but provides more pre-
cise information about the flow of nu-  Figure 4: Diagram of the partial order in
merical values in a program. Addi- the example in Section [2.4] showing the
tionally, while the binary lattice is fi- order relation between maybenull (T),
nite height, the interval lattice can be unknown (L), null, and notnull.
potentially infinite.

Monotone frameworks include a
join operator LI, a monotone trans